
Architectural Technical Debt of Multiagent Systems
Development Platforms
Ilaria Pigazzinia, Daniela Briolaa and Francesca Arcelli Fontanaa

aDepartment of Informatics, Systems and Communication (DISCO), University of Milano - Bicocca, 20125 Milan, Italy

Abstract
Technical debt is candidate to be the next buzzword in software engineering, and the number of studies
evaluating the technical debt of software projects is increasing. A particular and dangerous type of debt
is the architectural debt, i.e., the consequences of sub-optimal design decisions. Currently, there are no
studies about the evaluation of architectural debt in MultiAgent Systems (MAS) and platforms. Hence,
in this paper we propose the analysis of four well-known MAS development platforms, with the aim of
evaluating their architectural debt and open the discussion in this field. We exploit a tool, named Arcan,
developed for architectural smell detection and for the computation of an architectural debt index. The
results show that MAS development platforms are subjected to architectural debt, and in particular to
the presence of Cyclic Dependency smells. However, there is evidence that the minimum amount of
debt is reached when developers report “bug fixes” and “Improvements”.
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1. Introduction

Technical Debt (TD) is “a metaphor reflecting technical compromises that can yield short-term
benefit, but may hurt the long-term health of a software system” [1]. Architectural Technical
Debt (ATD) is a specific type of TD limited to the architecture (design decisions) of a software
system [1] and is considered as the most dangerous and critical one [2]. Systems affected by
ATD are hard to maintain and evolve.

The concept of TD is not recent [3], however the research has been active especially in
the past few years. Works on TD and ATD have been done on monolithic systems [4][5],
distributed systems such as microservices [6], machine learning systems [7] and also on IoT
systems [8]. However, to the best of our knowledge, there are no study about ATD in MultiAgent
Systems (MAS) and MAS development platforms. Anyway, the MAS community is deserving
to reliability, scalability and in general Software Engineering (SE) aspects more and more
attention in the last years, as confirmed for example by the creation of the dedicated SE
area of interest at AAMAS (International Conference on Autonomous Agents and Multiagent
SystemsInternational Conference on Autonomous Agents and Multiagent Systems), workshops
focusing on SE topics (for example EMAS (Engineering Multi-Agent Systems) and AREA (Agents
and Robots for reliable Engineered Autonomy) [9]), and works on Engineering MultiAgent
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Systems (for example [10, 11]): so, it is only a matter of time before other SE topics will be faced
by our community too.

In this paper, we aim to analyse four well-known and largely adopted MAS development
platforms (Jade, Jason, Jadex and Netlogo) in order to evaluate their architectural debt: since
these platforms are used by many developers and have been released in many versions in a
quite long lifespan, we are interested in evaluating if they suffer of ATD, so that in case to
provide to their developers useful hints to improve their quality.

We exploit Arcan [12], our tool for Architectural Smells (AS) detection and ATD estimation.
In particular, we compute the Architectural Debt Index (ADI) [4], which is a value indicating
the amount of architectural technical debt present in a project, based on the AS that affect
it [12]. AS (which by some authors are referred to as anti-patterns) are design decisions which
impact negatively on the internal quality of software systems and in this study we consider
three different types of AS based on dependency issues.

Our results show that the considered systems suffer from ATD, thus their developers should
be aware of it so that to be able to manage these issues in future release.

The outline of our paper is the following: Section 2 reports some related works regarding
the quality of MAS platforms; Section 3 describes the study design, with the study research
questions and the analysis we conducted to answer them; Section 4 reports the results of our
analysis and the answers to the research questions; finally Section 5 contains the conclusions
and future developments of our work.

2. Related Works

For the best of our knowledge, this is the first study aiming at evaluating the architectural
debt of MAS platforms. In general, we found few references to the quality of MAS platforms.
However, even if we did not find studies about their maintainability and evolvability (the two
quality attributes most impacted by ATD) we found some works about the security, performance
and scalability of MAS platforms. We observed that the quality of the design aspects of MAS
platforms and MAS systems are not yet often taken in consideration and discussed [13], even if
they have an impact on their final performance, probably because the community is still more
focus on the previous mentioned aspects which prevent whatever platform to be concretely
and largely adopted.

Concerning security, Endsuleit et al. [14] performed a security analysis on the multiagent plat-
form Jade in its version 3.2 as well as on its security plugin Jade-S. They reported a classification
of possible and well-known attacks on Jade and provided a discussion on what is still missing
in Jade-S. They also present some Denial-of-Service attacks which they have implemented and
successfully tested.

Concerning the performance, Mulet et al. [15] investigated the relationship between perfor-
mance (in terms of agents’ response time to messages) and internal design, that is, to identify
the key design decisions that lead to better performance. They measured the performance of
three Open-Source MAS platforms, namely Jade, MadKit and AgentScape. They found out that
design decisions related to the modularity of the platform, such as offering a message service
by means of agents instead of implementing it in the kernel, degrades performance. Moreover,



centralizing services in a single host in the platform also degrades performance because the
host can become a bottleneck in the case of very popular services.

A similar study was conducted by Alberola et al. [16], who analysed the same set of three
MAS platforms and reached similar conclusions, i.e., that the design impacts the performance. In
particular, they evaluated the response time of the three platforms when changing parameters
like message traffic and the amount of agents running. They found that all the three platforms
perform poorly and demonstrate low scalability when the MAS being run on increases.

To conclude, the field of MAS software quality and technical debt is not popular and researched
yet, and with our work we aim to open the discussion about architectural debt and architectural
smells by analysing the most used platforms for MAS development.

3. Study Design

We introduce the design of this study and the following Research Questions we aim to answer:

• RQ1: Which is the most present type of AS in MultiAgents Systems platforms?
• RQ2: What can we observe according to architectural debt of MultiAgents Systems plat-

forms?

To answer the two RQs we evaluate the AD in terms of the AS and the Architectural Debt
Index (ADI) computed through Arcan. Since we have large experience [12][4][17] in analyzing
the AD in open source projects, but not in MAS development platforms, through the answer to
these RQs we aim to analyze the AD of MAS platforms, in order to provide some preliminary
hints to their developers. In case AD is present or specific AS are identified in the systems,
developers have to pay attention to these problems to prevent them or remove them as soon as
possible.

3.1. Analyzed projects

We selected four well-known MAS development platforms, namely Jade [18], Jadex[19], Jason[20]
and Netlogo[21], and analysed their development history. These projects are written in Java, the
programming language supported by Arcan. All projects but Jade are hosted on Github, which,
given the large amount of code commits (code snapshots at specific points in time), enables
the easy analysis of their history. Table 1 shows the main project characteristics: names, the
number of analysed commits, the considered time period (date of the first and last commit), size
expressed in Number of Lines of Code (LOC) both for the first and last commit and finally the
download url. Concerning the commit analysis, we considered only commits pushed or merged
into the master branch, starting from the beginning of the commit history and by sampling one
commit every 30. We do not analyse each commit since architectural changes tend to happen in
larger time spans with respect to code changes. Similar custom samplings were used in similar
context by previous studies [22, 23, 24]. We conducted a different analysis for Jade, which
is the only project not hosted on Github. We collected six versions from the Maven Central



Table 1
Projects characteristics

Project #Commits First commit Last commit LOC
first commit

LOC
last commit Download url

Jade 6 23/12/2015 06/06/2017 - - https:
//mvnrepository.
com/artifact/com.
tilab.jade/jade

Jadex 111 05/11/2008 16/03/2018 130288 502220 https:
//github.com/
actoron/jadex

Jason 38 23/03/2017 20/04/2021 37447 45825 https:
//github.com/
jason-lang/jason

Netlogo 25 05/08/2011 09/05/2016 60260 56075 https://github.
com/NetLogo/
NetLogo

Repository1 and run Arcan on all of them. Since we found only the jar files, we could not report
the number of Lines of Code in Table 1.

3.2. Collected Data

An architectural smell (AS) is a software design decision which negatively impact on the system
internal quality, e.g., the system maintainability and ability to evolve. We collect data about the
presence of AS because they are symptoms of architectural debt. AS can be of different types
and have different side-effects.

We describe below the AS detected by Arcan considered in this work:

• Unstable Dependency (UD): describes a component (package) that depends on other sub-
systems that are less stable than the component itself. The components with an high
instability are more prone to change with respect to the more stable ones, this means that
the component which depends on less stable components is forced to change along with
them.

• Hub-Like Dependency (HL): this smell arises when a component (class or package) has
(outgoing and ingoing) dependencies with a large number of other components. The
component affected by the smell is a unique point of failure and a dependency bottleneck.
Moreover the logic inside a Hub-Like Dependency is hard to understand, and the smell
causes change ripple effect.

• Cyclic Dependency (CD): refers to a component (class or package) that is involved in
a chain of relations that breaks the desirable acyclic nature of a system’s dependency
structure. The components involved in a CD can be hardly released, maintained or reused

1https://mvnrepository.com/artifact/com.tilab.jade/jade
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in isolation. Moreover, a change on one affected component will propagate towards all
the other ones involved in the cycle.

Moreover, through Arcan we are able to compute the Architectural Debt Index of each project,
which takes into account: (i) the Number of AS detected in a project, (ii) the Severity of an AS,
where for Severity we mean the criticality of each instance of AS (an instance of a type of smell,
such as CD, can be more critical with respect to another instance of CD smell) and (iii) the
Dependency metrics of Robert Martin [25] (Instability, Fan In, Fan Out, Efferent, and Afferent
Coupling) used for the AS detection. The higher the ADI value, the higher the debt. All the
details about the ADI computation can be found in our previous work on this index [4].

We ran Arcan on the commits of each considered project and organized the results in a
dataset, where each observation corresponds to a single commit of a single project. The columns
of the dataset store the data about 1) the project the commit belongs to 2) the number of AS
detected in the commit (one column for each type) and 3) the value of the ADI of the commit.
The dataset and the analysis script are available in the replication package2.

3.3. Analysis

In order to answer our research questions, we conducted two kinds of analysis on the dataset
(number of AS and ADI). First, we extracted a set of statistical metrics (mean, standard
deviation, minimum value, maximum value) for each project, to ease the interpretation of the
Arcan analysis results. All metrics are evaluated with respect to the analysed time period, i.e.,
the data extracted from the considered commits. In this way, we can compare the statistics of
the different projects, even if their ATD was evaluated on time periods of different length.

We also conducted trend analysis to understand how ADI and AS evolve overtime. We
exploited the Mann-Kendall test, which is a non-parametric test able to assess if there is a
monotonic upward or downward trend of the variable of interest over time. In our case, given
the number of AS and the ADI value for each commit, the test is able to compare the values
across history (i.e., the commits ordered by time of creation) and determine whether, along time,
the number of AS and ADI increases/decreases or does not show a trend. If a trend is present,
it can be the first clue that the presence of AS and ADI has a relationship with other kinds
of variable, i.e., the maturity of the project, the seniority of the developers, the development
practices adopted by the developers and so on.

Notice that this test can be used to find trends for as few as four samples. In our case, one
sample corresponds to one commit. However, with only a few analysed samples, as in the
case of Jade (only 6 versions), the test has a high probability of not finding a trend when one
would be present if more commits were provided. Hence, we report also the results of Jade
trend analysis, but knowing that they could be less relevant with respect to the other analysed
projects.

2https://drive.google.com/drive/folders/1Ctn60zdAluDzuWH8QQ_Q0M5w81iVfhWG?usp=sharing
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4. Results

In this section, we report the results of our analysis and also the answers to our research
questions. Table 2 reports results of the distribution analysis conducted on the four projects.
The statistics are evaluated on the number of AS, also divided by AS type (CD, HL, UD), and on
ADI, measured for each commit during the considered time period. The project with the highest
mean number of AS is Jade (≈ 879), and it has also the highest mean value of ADI (≈ 38).

On the other hand, Netlogo has the lowest AS and ADI mean values. We can provide the
answer to the first RQ:

Table 2
Distribution analysis results

Metric Jade Jadex Jason Netlogo

CD mean 846.83 123.38 61.95 9.06
CD std.dev 7.96 55.78 13.22 4.31
CD min 837 1 48 1
CD max 856 193 91 16

HL mean 5 1.62 3.34 1.00
HL std.dev 0 0.49 0.58 NA
HL min 5 1 2 1
HL max 5 2 4 1

UD mean 28 67.96 8.55 1.79
UD std.dev 1.67 28.19 2.36 0.43
UD min 27 1 7 1
UD max 31 103 15 2

AS mean 879.83 192.12 73.84 7.2
AS std.dev 7.22 83.32 13.71 6.09
AS min 869 2 59 1
AS max 888 289 110 18

ADI mean 38.33 10.80 23.45 3.96
ADI std. Dev 1.97 5.95 3.06 3.52
ADI min 35 3 19 0
ADI max 41 23 30 11

RQ1: Which is the most present type of AS in MultiAgents Systems platforms? The
most present type of AS (on average) is CD. The less present AS is HL.

We also ran the Mann-Kendall tests to analyse the trend of the same variables (CD, HL, UD,
AS and ADI). Table 3 reports the results only of the significant cases, i.e., with p-value < 0.05.
The table also indicates whether the trend is increasing (+) or decreasing (−).

We now put in relation the results of the two analysis and provide a brief discussion of the
architectural debt of each project. In particular, we manually checked the commit comments
of each project, with a focus on the commits which presented large drops of the ADI value



Table 3
Mann - Kendall test results

Project P-value Variable Trend

Jade 0.019 ADI -

Jadex 0.000 ADI +
Jadex 0.000 AS +
Jadex 0.000 CD +
Jadex 0.043 HL +
Jadex 0.043 UD +

Jason 0.003 AS +
Jason 0.000 CD +

Netlogo 0.000 ADI -
Netlogo 0.000 AS -

(points of interest). Our aim was to find a relationship between the change in the value of ADI
and the content of the commit under analysis, starting from the description reported in the
commit comment by the developers. For instance, if a sudden decrease in the ADI is backed by
a comment stating that a major refactoring was applied in the commit, then the Arcan result is
validated and we obtain an insight about practices for the removal of ATD.

Figure 1 depicts the ADI trend (y-axis) of the projects, computed for each commit (x-axis).
Table 4 reports the main points of interest in the projects commit history, identified by the
Date of the commit, the Commit hash, the ADI value and the interesting Characteristics of the
commit. The table does not report results concerning Jade because we conducted a different
kind of analysis on it. Given that Jade is not hosted on Github, we could not analyse the commit
comments, however we manually checked its changelogs.

4.1. Jade

As underlined before, the scarce number of analysed versions may have hindered the trend
analysis results. However, the Mann-Kendall test gave an output for the ADI variable. In
particular, the ADI trend is decreasing, but not dramatically. The detected ADI value ranges
from 35 (last analysed version, 4.5.0) to 41 (first analysed version, 4.3.0). Given the few versions,
we were able to manually analyse the changelog3 of all of them. We checked for key-terms,
namely Improvement(s) and Fix(es). We noticed that each version is characterised by many fixes,
with version 4.4.0 having the greatest number of changelog comments addressing them (8).
Concerning improvements, we identified few of them (approximately one per version), with
most of them referring to enhancements to security. However, version 4.5.0 reports a comment
about “Improved code style and logging”. A clean code style can improve maintainability, and
this could be reason behind the ADI value of this version, the lowest detected.

3https://jade.tilab.com/doc/ChangeLog

https://jade.tilab.com/doc/ChangeLog


(a) Jade (b) Jadex

(c) Jason (d) Netlogo

Figure 1: Evolution of ADI value of the 4 projects

4.2. Jadex

The ADI trend is increasing. The same happens for all the other variables (number of AS, CD,
HL and UD). Indeed, Jadex is the project with the highest mean number of AS.

We manually analysed the points in time where ADI reached its lowest values, with the aim
to understand whether interesting practices to manage architectural debt could emerge. In
particular, we analysed the five commits corresponding to the lowest values of ADI, equals to 3
(see Table 4). Unfortunately, there are no messages or comments associated to those specific
commits. The only interesting aspect is that all the five commits were created by the same two
authors. We also analyse the period of time between and 09/09/2014 comments report multiple
time the word “fix” and also the adoption of a dedicated info structure for Non-Functional



Table 4
List of ADI points of interest

Project Date Commit hash ADI Characteristics

Jadex 08/06/2009 09681d4371f53a1822de0a16c5b86e8349ea43c1 3 Min ADI value
Jadex 08/10/2009 5d266d02e4e9d90bde2dd942a7aff456eeca1aa4 3 Min ADI value
Jadex 14/12/2010 81be90b42d44a135e74d8a00213406951b78acaa 3 Min ADI value
Jadex 15/08/2011 a5b92b3f35a33222cd501bb37a2200e67d24187a 3 Min ADI value
Jadex 09/09/2014 fc28f548505583bfb2f1adcb1d3e368ec81aafd0 21 ADI drop, preceded by

fixes and introduction of
new data structure

Jadex 13/11/2017 6292d0cc21c24fa16627725e1bd0bfab52531222 9 ADI drop, preceded by
fixes

Jason 20/04/2021 680921bbe8ff0247427d22e57ea3e36497143cd5 25 ADI drop, preceded by
the implementation of a
new test framework

Netlogo 07/02/2012 15daf0d82f11acc3a66ac9ca369fccf4efe77776 8 ADI drop
Netlogo 08/05/2012 5c5f707059b9a5c6546702cd2092b58e971b2632 6 ADI drop
Netlogo 17/05/2013 00ab7fae6c16c7a9b7e6b928080b15e0cd532e29 3 ADI drop
Netlogo 17/06/2013 82673cd6eda0f19b1dd533bd0e3a629ea24f23e6 3 ADI drop
Netlogo 31/01/2014 05710fe041397fd70286bc2347343993dd4f5563 0 ADI drop, corresponding

to pull-request
Netlogo 13/03/2014 9056a8d98b69a2a984580d2cafceffc50685acb6 0 ADI drop, corresponding

to pull-request
Netlogo 15/05/2014 c6a5902697212fb7adc14ae8d1e8a3e428e4dae8 2 ADI drop, corresponding

to the addition of a new
Scala submodule

Netlogo 04/09/2014 895609613fc1b5f592ff9eb84dcc5767f40ee7ec 0 ADI drop, corresponding
to pull-request

properties (NFPropertyInfo class). which are Non-functional property annotation.
Another point of interest in the Jadex history is on date 13/11/2017, when ADI drops from

value 17 to 9. We checked the commit comments between the two points, corresponding to the
changes made in a month, and all of them concern fixes. Some examples: “Fix proxy factory class
loader issue and component spec as class.” ; “Fixed most test failures caused by "config cleanup"
commits” ; “Fix component/bootstrap factory stored as string and as class”.

4.3. Jason

This projects ADI does not show any trend. However, its number of AS and CD has an
increasing trend. We manually analysed a sampled period, which comprises the commits
between 17/08/2020 and 20/04/2021. First we analysed the period from the high peak (ADI=30)
to the lowest point (ADI=19). From the commit comments and the changelog of the nearest
release, it appears that the most meaningful development was the implementation of a new
tests framework. Even if it is affected by less AS with respect to Jadex, Jason is the project with



the highest average ADI value. This means that compared to Jadex, its AS are more critical
(have highest severity [4]).

4.4. NetLogo

NetLogo ADI trend is the only one decreasing. At the same time, the number of AS has
a decreasing trend: we can deduce that the decrease of the value of ADI is not due to the
decreased severity of the smells, but only due to the decrease of the total number of smells. In
general, Netlogo is the projects less affected by architectural smells and with the lowest values
of ADI (see Table 2).

We manually analysed the commit history of this project, in particular we focus on the
points where ADI decreases (see Table 4). Most of the associated commit messages indicate
improvements: “Minor improvement to Client Perspective Example.” ; “Mostly-irrelevant cor-
rection to a HubNet method’s Scala style”. However, there are no signs of big, structural changes
which could explain the significant drops of the ADI value, apart from the presence of three
pull-requests, corresponding to 𝐴𝐷𝐼 = 0 and the introduction of a new Scala submodule pro-
viding network analysis tools for use in NetLogo (commit message: “Add new network extension
submodule!” ).

RQ2: What can we observe according to architectural debt of the considered Mul-
tiAgents Systems platforms? All the analysed projects present architectural debt along
their development history, but with different trends. Jadex has an increasing ADI, while
Jade and Netlogo show a descreasing trend, with Netlogo having the last commits with
zero debt. Jason did not present any trend.

5. Conclusions

We exploited our tool Arcan to analyse four Open-Source MultiAgent Systems (MAS) develop-
ment platforms and we evaluated their Architectural Technical Debt (ATD). We investigated the
outcome of the tool by manually analysing the commit comments available on Github, for three
of the four projects, and the changelogs for one of them. From our analysis, we acknowledged
that the considered MAS platforms are affected by architectural debt, in particular Jade is the
most affected, while Netlogo is the less affected, with a decreasing ADI trend.

From the manual analysis, we could not find clear indication of practices to manage architec-
tural debt. However, for all the projects, in the points in time where ADI reaches its minimum,
the comments refer to “Bug fixing”, “Improvements” or pull requests. This could mean that
architectural debt, usually considered only at architectural level, has also a relationship with
issues at code level, such as bugs.

Our findings suggest us possible future works. As just outlined, studying the correlation
between MAS platform architectural debt and bugs could lead to the conclusion that code level
bugs have an impact on the accumulation/decrease of ATD. Moreover, the validation of the ATD
values found in the projects could be refined by testing the correlation with issues coming from
issue trackers (e.g. Jira4). In this way, we could further investigate whether “Improvements”

4https://www.atlassian.com/software/jira

https://www.atlassian.com/software/jira


(which is usually recognized as a category of issues) do have a relationship with the decrease
of ATD. Another interesting study could investigate the relationship between ATD and MAS
platforms’ performance, since a link between performance and design decisions has already
been proven (see Section 2).

Another next natural step will be to apply this kind of analysis to real MASs developed with
these platforms, or to enlarge our analysis to the many add-ons of these four platforms (for
example WSIG and OntologyBeanGenerator for Jade [26, 27, 28]), to study if we can identify
some common ATDs for MASs or further problems in MAS development platforms. We have a
long experience in developing large and real MASs ([29, 30, 31]), and we would search for other
concrete examples of large MASs to be analyzed from this architectural point of view.
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